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Abstract - Duplicated code proves easy and cheap during 

the software development phase, but it makes software 

maintenance much harder. Software clone has a number of 

negative effects on the quality of the software. So there is a 

need to detect the clones to figure out the problems and to 

help better software understandability and maintenance. This 

paper propose a hybrid method that combines neural network 

with metric based method to yield structurally meaningful 

near-miss clones and implemented using MATLAB. It is a 

new clone detection method that has been shown to yield get 
high precision and high recall in detecting near-miss 

intentional clones.  

Keywords - Code Cloning, Similarity, Neural Network, 

and Metric based Functions. 

I. INTRODUCTION 

Reusing of code with minor changes is common thing in 

today’s era in software Development Company [1, 2, 3]. As a 
result a software consists of various fragments that are very 

similar to each other. From previous results it has been shown 

that from 7% to 20% it has been seen that code cloning has 

been done on the code. Code cloning is always intentional and 

there are numerous ways of doing code cloning [4, 5]. Code 

cloning also leads to difficulty in code maintenance. Duplicate 

code also leads to complexity when some enhancement or 

modification is going to be done [6]. Code detection is very 

important in software industry due to following reasons: 

 

 Plagiarism detection 

 Code mining 

 Copyright Protection and ; 

 Code Compaction 

Over the last years many techniques has been 

recommended for code cloning [7, 8, 9]. In this paper, code 

cloning optimization will be done using neural network 

algorithm in addition with metrics based technique to enhance 

the accuracy of code cloning system. This algorithm will find 

out various types of code like type-1, type-2 etc. [10]. The 

remainder of the paper is organized as Section 2, 3 will 

discuss the proposed techniques basic concept. Section 4 will 

discuss the proposed work methodology. Section 5 contains 
the results and analysis. Finally section 6 contains the 

conclusion.  

II. METRIC BASED TECHNIQUE 

In metric based method, various metrics are used to find 
code clones to find the actual quantity of clones [11]. These 

metrics are related to each other on the basis of code class, 

function, method etc. The source code is mainly parsed into 

tree to get the maximum number of software metrics. There 

are several metrics that has been used to analyze code cloning. 

Various available metrics are Lines of Code (LOC) metric, 

CBO (Coupling between Object classes). In addition to this 

there are more metrics that has can be used for code cloning as 

shown below: 

 

 

 

 

 

 
 

 

 

 

 

 

III. NEURAL NETWORK (NN) 

 LOC (Lines of Code) calculates the lines of code of a specified unit.  

 NOM (Number of Methods) calculates the methods in a class.  

 LCOM-CK (Lack of Cohesion of Methods) describes the lack of cohesion between the methods of a class.  

 CBO (Coupling between Object classes) gives the number of classes to which a class is coupled.  

 NOC (Number of Children) is the number of subclasses to a certain class in its block.  

 RFC (Response for a Class) reflects the number of methods which can executed in response to an object of the 

class.  

 DIT (Depth of Inheritance Tree) represents the maximum inheritance path from the class to the main root 

class.  

 WMC (Weighted Methods per Class) it is the total of weights for the methods of a class. 

 LCOM-HS (Lack of Cohesion of Methods, proposed by Henderson-Sellers) describes the lack of cohesion 

between the methods of a class. 
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A typical neural network consists of various number of 

neurons called units that are arranges in form of layers and 

each of which is connected to next layer via layers. Neural 

network mainly used for training. Usually, BPNN is used for 

solving many problems by using the simple output elements 

[13]. It is the mostly used learning algorithm in the neural 
network. BPNN is used with fuzzy encoder for understanding 

the human like reasoning activities of the fuzzy logic system.  

BPNN consists of three layers that are: Input layer, Hidden 

layer and the output layer. The basic use of training the BPNN 

is for adjusting the weights among the layers for producing the 

expected output. The activation function of the hidden and the 

output layer with the sigmoid function and is given by: 

𝑓(𝑥) =
1

1 + 𝑒−𝑥
 

The value ranges from 0 to 1 for every unit range.  

 

 

Fig.1: Neural Network Working Model 

IV. CLONE DETECTION 

Cloning mainly occurs because programmers find that it is 

cheaper and quicker to use the copy and paste feature than 

writing the code from scratch [14,15]. Sometimes 

programmers intent on implementing new functionality find 

some working code that performs a computation nearly 

identical to the one desired copy it entirely and then modify in 

place. Thus it is very important to understand the meaning of 

code cloning and various terms related to it [16].  

4.1 Clone Relation Terms 

Clone is mainly find out from main class or clone class. 

These mainly focus on similarity between two classes and 

their relation can be described on the basis of relations (i.e., a 

reflexive, transitive, and symmetric relation). 

 Clone Pair: Two fragments are considered to be clone 

pair if two classes have some same properties. E.g. there 

are two code fragments ; fragment 1 & fragment 2so now 

it can be represented as: 

(𝐺1(𝑎), 𝐺2(𝑎)), (𝐺1(𝑏), 𝐺2(𝑏)) 

If we assume to extend the granularity size of cloned 

fragments, we get basically two clone pairs,  

(𝐺1(𝑎 +  𝑏), 𝐺2(𝑎 +  𝑏))  
And if we consider the granularity not to  

(𝐺1(𝑎), 𝐺2(𝑎)), (𝐺1(𝑏), 𝐺2(𝑏)), (𝐺1(𝑎 + 𝑏), 𝐺2(𝑎 + 𝑏)) ; 
Each of these fragments is termed as a simple clone.  

 Clone Class: It is the maximum of sets that contains 

similar data in same class. We get a clone class of 

(𝐺1(𝑏), 𝐺2(𝑏)) where the three code portions 

𝐺1(𝑏), 𝐺2(𝑏) form clone pairs with each other 

(𝐺1(𝑏), 𝐺2(𝑏)), (𝐺2(𝑏), 𝐺3(𝑎)) and (𝐹1(𝑏), 𝐹3(𝑎)) res

ult in three clone pairs. 

 Clone Communities: it is termed as clone communities 

that have maximum aggregation of similar data.  

 Clone Class Family: It is the class of clones that have 

similar data domain. 

 

V. PROPOSED WORK 

5.1 Implemented Metrics 

Below Figure shows some of these metrics that has been 

proposed in our work. 

 

Fig.2: Various proposed metrics 

Clone detection is concerned with finding similar pattern 

in source code, interpreting and using them in design, testing 

and other software engineering problems [17,18,19]. They can 
be based on text, lexical or syntactic structure, or semantics. A 

piece of code, A, is semantically similar to another piece of 

code, B, if B subsumes the functionality of A, in other words, 

they have “similar” condition. Duplicated fragments will be 

significantly increase the work to be done when enhancing or 

adapting code, and increases the maintenance cost.  

5.2 Methodology 

In this work NN and metric based approach will be used 

for clone detection. The whole implementation will take place 

in following manner: 
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1. Input data 

2. Apply Metric based method to get features extraction. Clone 

detection first parses the source code and then performs the 

program analysis on the parsed code. All similar code 

segments are identified and then inconsistency detection is 

performed. The entire procedure is executed and the results 
are stored in database. As first part of the analysis through 

parsing of source code, they find the similarity and in the 

second phase the metrics are calculated and finally they are 

detected.  

In textual analysis all types of codes fragments are 

detected. Each metrics values are stored in a particular 

database. The input source is identified using metrics and the 

similarities of code are detected. The metrics values the 

possible potential clone pairs are extracted. The metrics are 

computed for each of the methods identified and the values 

are stored in the database. The various metric values for the 

code fragment. The descriptive statistics of the metric values 
obtained for the various methods. While computed metrics 

values, the method pairs with equal or similar set of values are 

identified by comparison of the records in the database. In 

proposed method various metrics has been taken like Public 

Variables, Private Variables, No. of variables, Function 

Overloading, No. of functions. Metrics are calculated from 

names, layout, and expression and (simple) control flow of 

functions and clones is defined as a pair of whole function 

bodies with similar metrics values 

3. After feature extraction, next step will be the classification of 

code clones using Neural Network. For the prediction of code 
clone, data is collected and normalized. Then a single layer 

perception neural network is created and trained with the 

given dataset. After training, the network is tested using the 

testing dataset and it predicts whether the software project 

classes have the code clones or not. 

4. Now we test and validate the neural network implementation 

using FAR, FRR, Precision, Recall and accuracy parameter.  

5.3 Work Model 

 

Fig.3: Proposed Flowchart 

5.4 Algorithm 
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VI. RESULTS AND DISCUSSION 

a. Analysis 

Below figures represent the code cloning analysis using 

proposed technique in MATLAB 2010a. Clone cloning was 

estimated for 3 code clone manuals. Three clone pairs were 

rated for different manuals named as software manual-1, 
software manual-2, and software manual-3 in terms of 

accuracy. 

 

Fig.4: Software 1 Manual (Accuracy) 

This work proposed a technique to detect tree types of 

clones in software.  Through an empirical study on a dataset 

that includes over code lines, they revealed that approximately 

95% code clones are found to be of type-1, for type-2 it has 

found to be 96.7% and for type-3 it has found to be 97% using 

proposed algorithm. Below table shows the empirical obtained 

values for proposed as well as traditional manual method of 

finding code clones in the software. 

Table 1: Software 1 Manual Accuracy 

CATEGORY 
SOFTWARE 1 MANUAL 

(ACCURACY) 

SOFTWARE 

(ACCURACY) 

TYPE 1 99 95 

TYPE 2 98.7 96.7 

TYPE 3 98.8 97 

 

 

Fig.5: Software 2 Manual(Accuracy) 

A clone detector algorithm must try to find pieces of code 

of high similarity in a system’s source text. The main problem 

is that it is not known beforehand which code fragments may 

be repeated. Above figure shows the accuracy for code 

detection in software manual-2 and it has been shown that 

approximately 97% code clones are found to be of type-1, for 
type-2 it has found to be 96.7% and for type-3 it has found to 

be 98% using proposed algorithm. Below table shows the 

empirical obtained values for proposed as well as traditional 

manual method of finding code clones in the software. 

Table 2: Software 2 Manual Accuracy 

CATEGORY 
SOFTWARE 2 MANNUAL 

(ACCURACY) 

SOFTWARE 

(ACCURACY) 

TYPE 1 98 97.2 

TYPE 2 99 96.8 

TYPE 3 98.3 98 

 

 

Fig.5:  Software 3 Manual (Accuracy) 

Above figure shows that after extracting the original 

source code, clones are subjected to a manual analysis where 

false positive clones are filtered out by a human expert as well 

as automatically and it has been found out that 97% code 

clones are found to be of type-1, for type-2 it has found to be 

97.7% and for type-3 it has found to be 98% using proposed 
algorithm. Below table shows the empirical obtained values 

for proposed as well as traditional manual method of finding 

code clones in the software. 

Table 3: Software 3 Manual Accuracy 

CATEGORY SOFTWARE 3 

MANNUAL(ACCURACY) 

SOFTWARE 

(ACCURACY) 

TYPE 1 97.5 97 

TYPE 2 98.3 97.9 

TYPE 3 99 98.3 

92

94

96

98

100

TYPE 1 TYPE 2 TYPE 3

SOFTWARE 1 MANUAL (ACCURACY)

SOFTWARE(ACCURACY)

95

96

97

98

99

100

TYPE 1 TYPE 2 TYPE 3

SOFTWARE 2 MANNUAL(ACCURACY)

SOFTWARE(ACCURACY)

96

96.5

97

97.5

98

98.5

99

99.5

TYPE 1 TYPE 2 TYPE 3

SOFTWARE 3 MANNUAL(ACCURACY)

SOFTWARE(ACCURACY)



IJRECE VOL. 4 ISSUE 2 APR.-JUNE 2016                 ISSN: 2393-9028 (PRINT) | ISSN: 2348-2281 (ONLINE) 

INTERNATIONAL JOURNAL OF RESEARCH IN ELECTRONICS AND COMPUTER ENGINEERING 

                                                                                                              A UNIT OF I2OR                                                                         107 | P a g e  
 

VII. CONCLUSION AND FUTURE SCOPE 

Cloning of code has become one of the easiest ways to 

complete a project, who does not want to invest their time on 

doing programming their project. It’s a loss for those who 

really works hard for the project coding. The date no such 

method has present who can evaluate the cloning for several 
languages with one piece of code. The purpose research work 

has overcome the drawbacks of the previous attempts by 

removing the bar of the language which follows the 

architecture of C++. The results have been verified using 

FEED FORWARD BACK PROPOGATION NEURAL 

NETWORK over the metrics. A successful accuracy of 97.9% 

have been achieved. Through the current   research quite 

effective, but still there is a scope of improvement in it. The 

future research workers may try their hand in enhancing the 

current algorithm for NON OBJECT ORIENTED 

PROGRAMMING architecture. 
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